**C++ Workshop – 150018**

**Homework Assignment #11**

**Files**

**Before you begin, make sure that your program follows the following rules:**

1. Your program should be easy to read. This means to make sure that you are using correct indentation and blank lines to make your code more readable
2. Break your program down into smaller sub-problems and use functions to solve each sub-problem.
3. Document your code as you were taught in the lecture. You are to write an abstract at the beginning of the program, comments before each method and function, and comment complicated sections of code.
4. Make sure that you understand the assignment and write a program that does exactly what the assignment requires.
5. Add an example of the output of the program in comments at the end of your program.
6. All solutions must be submitted in to Moodle according to the date that your instructor gave you which may not be the date listed in Moodle. You are given exactly one week to complete the assignment. You may work in teams of two. If you choose to do so, then one student must upload the program. The comments on the program must contain the names of both students. The other student must upload a Word document that lists the names of both students who worked on the program.

**Question 1**

In this assignment we will perform random accesses to binary files. On part of the data we will need to perform bitwise operations and we will also need exception handling for bad data.

**About the exceptions:**

In this exercise you are required to throw exceptions using the exception class and print the exception type using the inbuilt message (rather than throwing a constant string as was done in previous exercises).

**About the file:**

The first thing that the program will do is create a binary file for 100 records. The binary file (heretofor called the database) contains 100 identical sized records, each with a unique key (numbered from 1 to 100) corresponding to the record’s location in the file (the numbering is from 1 to 100 so that the record whose key is 1 is found in the beginning of the file).

Initially all records are empty, and during execution direct access to a record is done using its key. Since the entries are identical in size, the location of each entry in the file can be computed from the given key. It can be assumed that if the key stored in a record is 0, the record has not yet been created. Conversely, if the key has a value other than 0, then the record has already been created and contains actual information.(In other words, when we say that a family exists in the system then we mean that the family exists in the file. Aka the family’s id is present in the place where it should be and there is not a 0 in that place.).

**About the data:**

In the neighborhood a family can enroll its children to the following activities: swimming, gymnastics, dance, art, self-defence, music, drama and basketball.

Information about the activities will be saved in a byte which will be manipulated using bitwise arithmetic. Every activity has a corresponding bit that is “on” (1) if a family is enrolled in the activity and “off” (0) if not, as described in the following table (bit numbers are from least significant to most significant):

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Activity | swimming | gymnastics | dance | art | self-defence | music | drama | basketball |
| Bit no. | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |

For example:

The number 1 in binary is 00000001 which signifies enrollment in the swimming activity.

The number 2 in binary is 00000010 which signifies enrollment in the gymnastics activity.

The number 68 in binary is 01000100 which signifies enrollment in both the dance activity and the drama activity.

For simplicity, we define the following enum:

enum ACTIVITY {

NONE,

SWIMMING,

GYMNATSTICS,

DANCE = 4,

ART = 8,

SELF\_DEFENSE = 16,

MUSIC = 32,

DRAMA = 64,

BASKETBALL = 128

};

Write a program that will manage the enrollment of family members in activities offered in the neighborhood they live.

1. Define a class **Family** to store the information of each family:
   1. family id (int) – in the range 1-100 (this is the key of the record)
   2. last name (up to 20 chars)
   3. number of family members
   4. phone number (int)
   5. The activities that the family enrolled for. They are to be stored in a **single short int** using bitwise manipulations as will be described below.
2. Write a function **setFile** that receives a reference to a binary file and initializes the file to store the data of 100 families. To do this, 100 blank family records should be placed in the file with the following data:
   1. family id: 0
   2. last name: an empty 20 length character string
   3. number of family members: 0
   4. phone number: 0
   5. activities: NONE (signifying no enrollment to any activity)
3. Write the following functions for maintaining the database:
   1. Function **add** which adds a family. The function receives as input a reference to a binary file stream. It then reads data for a family from standard input (console). Initially no children in the family are registered for any of the activities so the activities field should be initialized to NONE. If the family id given is legal but has so far not been registered in the database (i.e., the corresponding record has a family id of 0) a new family record is added to the database with the information that was read in.  
        
      If the family already exists in the database, then the exception ERROR: Family is already in the file should be thrown. If the family id is not valid (1-100), then the exception ERROR: Invalid family number should be thrown.
   2. Function **del** which deletes a family from the database. The function receives two parameters, a reference to a binary file stream and a family id and deletes the corresponding record from the file whose id matches the given parameter. (Note – the implication of deleting an entry is to reset its family id to 0. There is no need to change other fields).  
      If the family id is not valid (1-100), then the exception ERROR: Invalid family number should be thrown.

In the even that the family doesn’t exist in the system (in the file) then the exception:

ERROR: Family is not in the file should be thrown.

* 1. Helper function **count**. The function receives a reference to a binary file stream and an instance of ACTIVITY that represents a specific activity.

(Note the formal parameter (the parameter that is found in the function header) will hold the activity and should be of type int. The actual parameter (the parameter that is being passed to the function) should be one of the values of type ACTIVITIES (one of the enum values)). The function should iterate over the families in the file, count how many are enrolled to the given activity (that was passed as a parameter) and return that amount. This function will be called by the next function.  
The implementation of this function must be done using only bitwise operators.  
Hint: A family is enrolled to an activity if the result of & is not 0. For example: a family enrolled to dance and drama will have 68 in the activities field which in binary is 01000100. If we are checking if the family is enrolled to SWIMMING whose value 1 (00000001), the result of & is 0 which means the family is not enrolled. If we are checking if the family is enrolled to DANCE whose value is 4 (00000100), the result of & is 00000100 which is not 0 and means the family is enrolled as required.

* 1. Function **update** to update a family’s record data. The function receives three parameters: a reference to a binary file stream, a family id, and an STL queue.  
       
     If the family does not exist in the database, then the exception ERROR: Family is not in the file should be thrown. If the family id is not valid (1-100), then the exception ERROR: Invalid family number should be thrown.  
       
     If the input is valid, the function will ask for every activity if the family is interested in enrolling for that activity and will input Y or y if they are interested and N or n if not.  
     For any other response ERROR: Invalid response should be thrown.  
       
     The output for this stage will be:  
       
     Do you want to register for swimming?  
     Do you want to register for gymnastics?  
     Do you want to register for dance?  
     Do you want to register for art?  
     Do you want to register for self defense?  
     Do you want to register for music?  
     Do you want to register for drama?  
     Do you want to register for basketball?  
       
     Activities are limited to 10 children. Before performing the update, the program first checks that there is indeed room in a chosen activity (a call to the previous function would be prudent here). If there is space in the activity, the function updates the list of selected activities of the family. Note: A partial update can also be done; if a family is interested in 3 activities but only 2 have space then the family should be enrolled to those two.  
       
     The updated data about the family should then be written into the binary file.

If there is no space for a requested activity, the function should add the family to a waiting list. The waiting list is in the STL queue the was received as a parameter. (It is up to you how that queue is to be handled: you may store the family instance in the queue once with the activities field set to all the activities that are being waited for (similar to the one way that you store the family in the binary file) or you may store the family instance many times and in each time the activities field set to one activity that is being waited for).

* 1. Function **waiting** that handles waiting lists. The function receives the waiting queue and prints the family name and ‘phone number of the family followed by all the activities that the family is waiting for. The function will print (to the screen) the following details: last name, number of persons, telephone number and the names of all the activities the family is enrolled to.
  2. A function **print** for printing family information. The function receives as a parameter a reference to the binary file stream, and a second parameter that is a family id. If the family id exists in the data file, the function prints the family information to the standard output (screen) as follows: last name, number of persons, telephone number and the names of all the activities the family is enrolled to.  
       
     If the family does not exist in the database, then the exception ERROR: Family is not in the file should be thrown. If the family id is not valid (1-100), then the exception ERROR: Invalid family number should be thrown.

Here is the main program which tests the correctness of your functions:

#include "Family.h"

#include <queue>

#include <iostream>

#include <fstream>

#include <exception>

using namespace std;

enum { EXIT, ADD, DEL, COUNT, UPDATE, WAITING, PRINT };

enum ACTIVITY {

NONE, // טרם בחר חוג

SWIMMING, // שחיה

GYMNATSTICS, // התעמלות קרקע

DANCE = 4, // מחול

ART = 8, // אומנות

SELF\_DEFENSE = 16, // הגנה עצמית

MUSIC = 32, // מוסיקה

DRAMA = 64 // דרמה

BASKETBALL = 128; // כדור סל

};

void handleCount(fstream& file) {

int snum;

cout << "enter activity number to count:\n";

cout << "Choices are:\n1 SWIMMING\n2 GYMNASTICS\n3 DANCE\n4 ART\n5 SELF DEFENSE \n6 MUSIC \n7 DRAMA\n8 BASKETBALL\n";

cin >> snum;

cout << "there are ";

switch (snum) {

case 1:

cout << count(file, SWIMMING);

break;

case 2:

cout << count(file, GYMNASTICS);

break;

case 3:

cout << count(file, DANCE);

break;

case 4:

cout << count(file, ART);

break;

case 5:

cout << count(file, SELF\_DEFENSE);

break;

case 6:

cout << count(file, MUSIC);

break;

case 7:

cout << count(file, DRAMA);

break;

case 8:

cout << count(file, BASKETBALL);

break;

}

cout << " families registered\n";

}

int main()

{

queue<Family> q;

fstream file;

file.open("families.txt", ios::binary | ios::out);

if (!file)

{

cout << "ERROR: couldn't open file\n";

return 0;

}

setFile(file);

file.close();

file.open("families.txt", ios::binary | ios::in | ios::out);

int choice;

int snum;

int cnum;

cout << "Choices are:\n0 to exit\n1 to add a family\n2 to delete a family\n3 to count number of families signed up\n4 to update the activities of a family \n5 print the waiting list \n6 to print a family\n";

cout << "enter 0-6:\n";

cin >> choice;

while (choice)

{

try {

switch (choice)

{

case ADD://add to the file

add(file);

break;

case DEL://delete from file

cout << "enter number of family to delete:\n";

cin >> snum;

del(file, snum);

break;

case COUNT:

handleCount(file);

break;

case UPDATE://update the list of classes of a family

cout << "enter number of family to update:\n";

cin >> snum;

update(file, snum, q);

break;

case WAITING://update the list of classes for waiting fam

waiting(q);

break;

case PRINT://print the details of a specific family

cout << "enter number of family to print:\n";

cin >> snum;

print(file, snum);

break;

default:

cout << "ERROR: invalid choice\n";

}

}// try

catch (const char\* msg) {

cout << msg;

}

cout << "\nenter 0-6:\n";

cin >> choice;

}

file.close();

return 0;

}

דוגמה:

Choices are:

0 to exit

1 to add a family

2 to delete a family

3 to count number of families signed up

4 to update the activities of a family

5 print the waiting list

6 to print a family

enter 0-6:

1

enter the family's: id, name, amount of people and a phone number:

5 aaron 5 0505551235

enter 0-6:

1

enter the family's: id, name, amount of people and a phone number:

123 brian 7 0505551123

ERROR: Invalid family number

enter 0-6:

1

enter the family's: id, name, amount of people and a phone number:

5 aaron 5 0505551235

ERROR: Family is already in the file

enter 0-6:

1

enter the family's: id, name, amount of people and a phone number:

6 carly 8 0505551236

enter 0-6:

1

enter the family's: id, name, amount of people and a phone number:

7 daniella 9 0505551237

enter 0-6:

2

enter number of family to delete:

6

enter 0-6:

4

enter number of family to update:

6

ERROR: Family is not in the file

enter 0-6:

4

enter number of family to update:

5

Do you want to register for swimming?

Y

Do you want to register for gymnastics?

Y

Do you want to register for dance?

Y

Do you want to register for art?

Y

Do you want to register for self defense?

N

Do you want to register for music?

N

Do you want to register for drama?

N

Do you want to register basketball?

N

enter 0-6:

4

enter number of family to update:

7

Do you want to register for swimming?

Y

Do you want to register for gymnastics?

N

Do you want to register for dance?

Y

Do you want to register for art?

N

Do you want to register for self defense?

Y

Do you want to register for music?

N

Do you want to register for drama?

Y

Do you want to register basketball?

N

enter 0-6:

3

enter activity number to count:

Choices are:

1 SWIMMING

2 GYMNASTICS

3 DANCE

4 ART

5 SELF DEFENSE

6 MUSIC

7 DRAMA

8 BASKETBALL

1

there are 2 families registered

enter 0-6:

6

enter number of family to print:

5

family name: aaron

number of persons: 5

phone number: 505551235

!2!15

SWIMMING

GYMNASTICS

DANCE

ART

enter 0-6:

6

enter number of family to print:

6

ERROR: Family is not in the file

enter 0-6:

6

enter number of family to print:

7

family name: Daniella

number of persons: 9

phone number: 505551237

SWIMMING

DANCE

SELF DEFENSE

DRAMA

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATYAAAHlCAYAAAB/FtAoAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABZaSURBVHhe7d3br21XXQfwIiKltLYoIOItEXkRRY0GUDQ+GZT4pCnwZOI7hCdaroW23KHc/wFNNCFKeDCKJr3QHui9pfTCpe1pT1t6P4UYBQImbufAM2B07DEva+0195zntz/zm0/2muM2d9dmf7N2a+IZLpfL5XK5XC6Xy+Vyred6BsDKHOj6qc4zO3/duaRzKcACUv+UXtLZquBSqf1058zO3gUXXACwuNe+9rV755133ue6XnrWqZ6afKUmTKX2nM55nb2nnnoKYHGf+cxn9p73vOd9vuul9KEr/UU5+ZNbasFnd87t/FKn+QCAw3aq2P6l66VzOpM/taX2Sy2YPq09v/PSTvMBAIctFVv3p+i/dr30c530AWyjYjur86LOyzrNBwActlPF9oWul17QSX+OpmIb/XM0F9tzOy/uvLyzd/LkSYDFffrTn07F9u9dL72ws1Gxpf9wcHYn/fu13+00H9Dn+FPH9y743gVHWnoPWu8NcDCniu0/ul76hc7hFdut375174wjnvQetN4b4GAU24JRbDAPxbZgFBvMQ7EtGMUG8zj9i6177mxJZ2fbZmC/YoN5KLa+1Odu+py0fmSPYoN5KLZWWmdu8pyJaxUbzGOnxfbkk09Otq/YUhlk5Vj+Ws+llONDc2XyfWsuZ9PxMhusSe9B670BDmYdxVaXQbovlRm7T+lbk75m5X2d1lhK33hOfe7IesUG81i+2Fq//HlsaC5n7D6lHGvN1+lbM7Y3zddrBvYoNpjHOoqtJc/Vqcda9y3l/Fj61ozt3XCfYoN5rPMTW05rrh4bu68zNp/St6YcT69LeayVnnHFBvNQbK1MeW4rfWt6xhUbzGO9//Gg/Fqmb235esqasQydMZQN9ik2mMc6ii0lFUDWut9kLKU13hobyqbrc8b2nRpXbDCP9RTbEYxig3kotgWj2GAeOy22J554YrJbnrql+BU/mknvQeu9AQ7mU5/61DLFdlf3S/3G//mtQa/54Sv3Xv3DV4d158k7m+8NcDCLFdtTXbHtdZ9ahnznO59v7gUYotiAcBQbEI5iA8JZZbGlsxLFBmxjVcWWzkjyvWIDtrGaYkv7y/tEsQHbWEWxpb1loWWKDdjGTovt8ccfn+zkyZt/VF5pX/6alcXW2gsw5JOf/OTyxZbkMstjig3Y1iqKrSy1LI0rNmAbig0IR7EB4SxebLnE6lJLXxUbsI1VFFsusyyPKTZgG6spthbFBmxDsQHhKDYgnJ0W22OPPTbZE0/cvveDH/zRoJMnL2/uBRiyWLEBzEWxAeEoNiAcxQaEo9iAcBQbEI5iA8JRbEA4Oy22Rx99FGBxn/jEJxQbEItiA8JRbEA4ig0IR7EB4Sg2IBzFBoSj2IBwFBsQzmLFduKxE3ufe+pzwAEde/JY83fsKFus2G584sa9M0TkwHn9917f/B07ynZabI888shkNzx+Q/GjEZFtk4qt9Tt2lH384x9XbCKncxTbfoptTenew1UlfT9ZX6asOWhaZ8/5vMPIDr9/xbbf6V9sp/v/wHPSP8ea/lnq76X1vU1ZM0fScw76rMP6XneVge9Xse2n2NaUNf2zTPlelvx+D/rs0+1/NwPfr2LbT7GtKWv6Z5nyvSz5/R702afb/24Gvl/Ftt96ii394LJyLH+t51LK8aG5Mvm+NZdTr6nXTRnLr/N4PVePpeT71lyZPF+vyfetuTp5TWtdOdeaTxlaMzSev9bzrbGcsbHW3tZYTjlXz/eNt5LX9K0fmi/v63Wtta25U68V237rKLbyh5WSf4BZmbH7lL416WtW3pep1+SM3afksby/tac1Vr6u7+v07c976/tW6vHWur69Zabsy/fpa1amb6x8Xc+nDO3JaY3lbHtmTprLyrHydTk/9jrf54zdF1Fs+y1fbK0fWB4bmssZu08px1rzdcbOSNnmOQfds818nb419fi2Zw2dM2V9ytAZOdusKTNlf8omZ6SUY1P3jp2TMnCWYttvHcXWkufq1GOt+5ZyfiytNfXY2JopZ6Rssie9binnx9K3ph4/yFkpaS4rx+pMGdtmX2u+zJRnpAyd05orx6buHTsnZeAsxbbfOj+x5WzzAx86L2VsPmWb56aUY1POSNlkT2u+zNh8St+aenxXZ/W9zpkyts2+1nyZKc9IGTqnNVeOTd07dk7KwFmKbT/F1so2z00px6ackbLJntZ8mbH5lL419fi2Zw2dM2V9ytAZOa2xlDzeN58z5RkpQ+e05sqxqXvHzkkZOEux7bfe/3hQfi3Tt7Z8PWXNUFprhs5MSfdZvq8zNlbPTzljaH9ftnlOK2P70uv6vs6Usan7UtJ431yZck1+Xe8bO2ds/dD+cq61buisak6x7beOYktJP6ysdb/JWEprvDVWp7WmNZZSj5dfy/GDjtVprWmNDWVofTnXmk/pW1OPlffleD3XN1bf942V6Rsv03dG33gr5dp6fd94SjlXas2PjXVRbPutp9hEdpHyF3/uHOazBqLY9ttpsT388MOTXf/Y9cWPRmRHOYLF9rrvvq75O3aUKTaJk8MuGsW2WopNTv+kgskOK0s8syeKbb/Fiu2xrtj2uh/KkJMn/7m5F2CIYgPCUWxAOIoNCGc1xZb2Z4oNOIhVFFvam1+X94oN2MbixZb2laWWpXHFBmxDsQHh+FMUCGenxfatb31rskcfvW5fmWV57Mkn/6m5F2DIxz72seWLLe3Nr8t7xQZsY/FiS/vKUsvSuGIDtqHYgHD8KQqEs4piy2WW5THFBmxjNcXWotiAbSg2IBzFBoSj2IBwdlpsDz300GTXdcV2hogcSs7/7/Obv4dRKTaRIxDFpthEwkWxKTaRcFFsiu1opPt57UtrbNPs4oy5M8f3ONc/dzo3y/d10tj//viuGcV2mMWWf2BDUlrjWZ3WmmwsY+vr+dI2aZ1TO6wc9vPmyGF9//Vz5nrvWs+pk5+t2J5mHZ/YWj+wlHq8tW7q3pS+tSlznj2WTZ4zZw77ebvOYX3/refM8eypZ6Z1iu1p1l1sdfrWtcZ3sTbloGdPybb7dp21fB/b5rC+/9Zz5nj21DPTOsX2NIptyrOn7mmNb3N+K2lNViePtda0xlLq+5Sxfa2xOq25cl/f3jw+ti6ltaYcK8dbqfflr1P3ttbm1625MmPzOeW6cm1rXxqri+0Znby3m1Nsayi2+j6nNX7QtX37y9Rrtj2nL2PnD92n11mZvrH8tZ5L6VtfpjWW0zp36plT9qYMrWmtr5PW5HX5db2vvq/Tmp9yzth9ndb61p40VhZbKrXq/vz/Umyd7YrtwQcfnOzaR679yRuff2ClVqauS5m6tm+8TL2mPDM7SMbO2/Q+ZWxsyp6p55aZckYrU57Vd1Ye3+ZZrT1j50zdc5jPyUVWl1rKqWJr/R5Gddlll62k2Mq0fngp5Xjfmpypa8fOSanXTD17aobOL5PGszKt9WNju9pTp++Msb19+8r0nZHHx56RU65r7Rk7Z+qe+jktQ2nN942VxZbPLii2NRRbX+p1Q/umrp3y7LGzppwxlE2/hynPHxvb1Z46Q2s2navH+vbn8aHzy5TrWnvGzpm6Z+w5Y9nkOUOf2Lqkf8fW+j2Mav3FVs71/VBbOejanKnnDJ0xlrG99fzYfcrY2NQ9KXm8b77M2JqxZ5Spx8b29s3XKde19oydM3XP2HPGsslzFNvTrLvY6vG+H2orm6xNmfPssYztLefT63p9a//Y2NQ9KWm8b65OvW7sPqc1PmWsvO97XWds3dDelNb+KeeM3deZcmZKGivLrC43/47tkIst/UDGpPSN57TmS2X6xlPKuSnz9ZrWeL2mTLk+a6Web73O91PGSq35VvrGy7TOKMfK8TKt+dZYTt9c33iZck2pNd+Xek193zeW0jdep1yX19b39VhdbsW4T2xLfGKTdSf9cshpHcWm2KSOYjvto9gUm5RRaiGi2A5QbA888MBkdz94995nH/8sK5V+nllrntPLlY9c2fw9jOqjH/3oMsUGMBfFBoSj2IBwFBsQjmIDwlFsQDiKDQhHsQHhKDYgnJ0W24kTJwAWp9iAcBQbEI5iA8JRbEA4ig0IR7EB4Sg2IBzFBoSzWLHd9NBNe6/6/quOtPQetN4b4GB2Wmz333//ZMceOlb8v5o4mknvQeu9AQ7mIx/5iGJbKooN5qHYFoxig3kotgWj2GAep3+xdc+dLensbNsM7FdsMA/F1pf63E2fk9aP7FFsMA/F1krrzE2eM3GtYoN5rKfYUhlk5Vj+Ws+llONDc2XyfWsuZ9PxMhusUWwwj3UUW10G6b5UZuw+pW9N+pqV93VaYyl94zn1uSPrFRvMY6fFdt999012zYPX/P+vd+uXP48NzeWM3aeUY635On1rxvam+XrNwJ70HrTeG+BgPvzhD++de+65CxdbS56rU4+17lvK+bH0rRnbu+E+xQbzWEex9aU1V4+N3dcZm0/pW1OOp9elPNZKz7hig3kotlamPLeVvjU944oN5rF8saXUv/j5vlUIfWvL11PWjGXojKFssE+xwTzWUWwpqQCy1v0mYymt8dbYUDZdnzO279S4YoN5rKfYjmAUG8xDsS0YxQbzUGwLRrHBPBYrtjsePLb3he+/ctDF//m3e2/+zpvDuu3Ebc33BjiYnRbb8ePHJ3vggav39rpPLUMeeeQfm3sBhig2IBzFBoSj2IBwVlNsaX9JsQHbWkWxpb35dUmxAdtQbEA4ixdb2ldSbMBBre4/HqRz8mvFBmxjdcWWpLPSV8UGbGOnxXbvvfdOduLEF/cVWpbOSl8ffvgfmnsBhnzoQx9SbEAsig0IZ3XFls7JrxUbsI3Fiy3tK+VSU2zAtlb5p2im2IBtKDYgHMUGhLNYsR0/ftePimvIfffd2twLMGSxYgOYy06L7Z577gFYXCq2c845R7EBcSg2IBzFBoSj2IBwFBsQjmIDwlFsQDiKDQhnp8V29913Ayzugx/84N7ZZ5+t2IA4FBsQjmIDwlFsQDiKDQhHsQHhKDYgnMWK7eZ7b95701NvOtLSe9B6b4CDWazYrrr/qr0zjnjSe9B6b4CD2WmxffOb35zsyvuuLH7Fj2bSe9B6b4CD+cAHPqDYlopig3kotgWj2GAep3+xdc+dLensbNsM7FdsMA/F1pf63E2fk9aP7FFsMA/F1krrzE2eM3GtYoN5rKfYUhlk5Vj+Ws+llONDc2XyfWsuZ9PxMhusUWwwj3UUW10G6b5UZuw+pW9N+pqV93VaYyl94zn1uSPrFRvMY/lia/3y57GhuZyx+5RyrDVfp2/N2N40X68Z2KPYYB7rKLaWPFenHmvdt5TzY+lbM7Z3w32KDeaxzk9sOa25emzsvs7YfErfmnI8vS7lsVZ6xhUbzEOxtTLlua30rekZV2wwj50W2ze+8Y3Jrjh+xU9+xetf/HzfKoS+teXrKWvGMnTGUDbYl96D1nsDHMw6ii0lFUDWut9kLKU13hobyqbrc8b2nRpXbDCP9RTbEYxig3kotgWj2GAeim3BKDaYx2LFdsu9V+z92/deMeiib//N3htPvjGsG+++sfneAAezWLEd7z6t7HWfWoY8+ODfN/cCDFFsQDiKDQhHsQHhrKbY0v5MsQEHsYpiS3vz6/JesQHbWLzY0r6y1MoxxQZsY5XFlscVG7ANxQaEs9Ni+/rXvz7Zvfde/uMCq0stjz/wwN819wIMef/736/YgFgUGxDOKostjyk2YBuLF1tZZPW9YgO2sYpiy2WW5THFBmxjNcXWotiAbSg2IBzFBoSzWLHdc8+xve9+9xWD7r//8829AEMWKzaAuSg2IJydFtvXvvY1gMW9733vU2xALIoNCEexAeEoNiAcxQaEo9iAcBQbEI5iA8JRbEA4Oy22u+66C2Bxig0IR7EB4Sg2IBzFBoSj2IBwFBsQjmIDwlFsQDg7LbY777wTYHHvfe97FRsQi2IDwlFsQDiKDQhHsQHhKDYgHMUGhKPYgHAUGxDOTovtjjvuAFicYgPCUWxAOIoNCEexAeEoNiAcxQaEo9iAcBQbEI5iA8LZabHdfvvtAIu79NJLFRsQi2IDwlFsQDiKDQhHsQHhKDYgHMUGhKPYgHB2Wmxf/epXARZ3ySWXKDYgFsUGhKPYgHAUGxCOYgPCUWxAOIoNCEexAeEoNiCcnRbbbbfdBrA4xQaEo9iAcBQbEI5iA8JRbEA4ig0IR7EB4Sg2IBzFBoSz02L7yle+ArC4iy++WLEBsSg2IBzFBoSj2IBwFBsQjmIDwlFsQDiKDQhHsQHh7LTYbr31VoDFvec971FsQCyKDQhHsQHhKDYgHMUGhKPYgHAUGxDOTovtlltuAVicYgPCUWxAOIoNCEexAeEoNiAcxQaEs9Niu/nmmwEW9+53v1uxAbEoNiAcxQaEo9iAcBQbEI5iA8JRbEA4Oy22m266CWBxig0IR7EB4Sg2IBzFBoSj2IBwFBsQzk6L7cYbbwRY3EUXXaTYgFgUGxCOYgPCUWxAOIoNCEexAeEoNiCcnRbbDTfcALC4d73rXYoNiEWxAeEoNiAcxQaEo9iAcBQbEI5iA8JRbEA4ig0IZ6fFdv311wMsTrEB4Sg2IBzFBoSj2IBwFBsQjmIDwlFsQDiKDQhHsQHh7LTYrrvuOoDFvfOd71RsQCyKDQhHsQHhKDYgHMUGhKPYgHAUGxDOTovt2muvBVjcO97xDsUGxKLYgHAUGxCOYgPCUWxAOIoNCEexAeHstNi+/OUvAyxOsQHhKDYgHMUGhKPYgHAUGxCOYgPC2WmxfelLXwJY3Nvf/nbFBsSi2IBwFBsQjmIDwlFsQDiKDQhnp8V27NgxgMUpNiAcxQaEo9iAcBQbEI5iA8JRbEA4ig0IR7EB4ey02K655hqAxb3tbW9TbEAsig0IR7EB4Sg2IBzFBoSj2IBwFBsQjmIDwtlpsV199dUAi3vrW9+q2IBYFBsQjmIDwlFsQDiKDQhHsQHhKDYgHMUGhKPYgHB2Wmxf/OIXARan2IBwFBsQjmIDwlFsQDiKDQhHsQHhKDYgHMUGhLPTYrvqqqsAFnfhhRcqNiAWxQaEo9iAcBQbEI5iA8JRbEA4Oy22K6+8EmBxF1xwgWIDYlFsQDiKDQhHsQHhKDYgHMUGhLPTYrviiisAFqfYgHAUGxCOYgPCUWxAOIoNCEexAeHstNguv/xygMW95S1vUWxALIoNCGcXxfbizu909i677DKAxb3hDW/Yutie2Xlu5xc7Lz/rrLOu7g66v3Oi8wDAAlL/3Ne558wzz7yw66YXdDYutrM6L+r8ZudPOn/Z+evO6zqvBzhE53f+qvMXnT/svLTz851UbKmvRostXWlh2pA2vqTz+50/7fxZ588BDtlrOql//riT/r3/r3XO6/xMJ31im3SlhWnDz3bSn6O/0fntzu91Usn9AcAhSZ2TpEJ7WefXOy/spH9dlv57wKRPa+nKf46mT22p3J7fSQX3y51f6fwqwCHJnZP6J/VQ+kvynE768DX5z9B0pYVJasNnd57TSe2YDgNYQvq/1Eg9lPool9rkP0PLK5Vb2pgOSCX3LIAFpR7KhTb5k1rryp/eANbA5XK5XC6Xy+VyuVwul8vlcrlcLpfL5XK5XN11xhn/B19SMo3o2T+aAAAAAElFTkSuQmCC)